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| Федеральное государственное бюджетное  образовательное учреждение высшего образования «Новосибирский государственный технический университет» | | |
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|  | | |
|  |  |  |
|  | Группа ПМ-01 | самсонов семён |
|  |  |  |
|  | Вариант 65 |  |
|  |  |  |
|  | Преподаватель | Персова Марина Геннадьевна |
|  |  |  |
|  |  |  |
| Новосибирск, 2023 | | |

# Задание

МКЭ для двумерной краевой задачи для эллиптического уравнения в полярной системе координат. Базисные функции билинейные на прямоугольниках. Краевые условия всех типов. Коэффициент разложить по билинейным базисным функциям. Матрицу СЛАУ генерировать в разреженном строчном формате. Для решения СЛАУ использовать МСГ или ЛОС с неполной факторизацией.

# Постановка задачи

Решаемое уравнение в общем виде:

Область интегрирования:

Граница интегрирования:

Краевые условия:

- Первые:

- Вторые:

- Третьи:

- коэффициент диффузии,

- коэффициент теплообмена.

Согласно условиям варианта, в задаче используется полярная система координат . Для неё формулы операторов уравнения определяются следующим видом:

А само уравнение в таком случае будет выглядеть следующим образом:

Его невязка будет иметь следующий вид:

Потребуем, чтобы эта невязка была ортогональна (в смысле скалярного произведения пространства ) некоторому пространству функций , которое мы будем называть **пространством пробных функций**, т.е.:

Воспользуемся формулой Грина:

Для данного варианта:

Выражая из неё

и подставляя в исходное, получаем:

Интеграл по границе разложим по границам , и с учётом краевых условий:

Поскольку на границе краевыми условиями не определяется значение , слагаемое следует исключить из уравнения, потребовав, чтобы пространство пробных функций содержало только функции, которые принимают нулевые значения на границе . Поэтому в качестве выберем - пространство пробных функций , которые на границе удовлетворяют нулевым первым краевым условиям. С учётом этого, уравнение принимает вид:

# Конечномерная аппроксимация

При построении конечноэлеменных аппроксимаций по методу Галеркина пространства и заменяются конечномерными пространстами и . При этом чаще всего в МКЭ функции из этих пространств являются элементами одного и того же конечномерного пространства , которое мы всегда будем определять как линейное пространство, натянутое на базисные функции . При этом функции являются набором финитных кусочно-полиномиальных функций, а приближённое решение , полученное как линейная комбинация .

Получим аппроксимацию уравнения Галеркина на конечномерных пространствах и . Исходное уравнение:
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Для аппроксимации заменим функцию аппроксимирующей её функцией , а функцию - функцией :
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Поскольку любая функция может быть представлена в виде линейной комбинации:

вариационное уравнение эквивалентно следующей системе:
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Таким образом, МКЭ-решение удовлетворяет полученной системе уравнений. Поскольку , оно может быть представлено в виде линейной комбинации базисных функций пространства :

Подставляя это выражение в предыдущее уравнение, получаем СЛАУ для компонент вектора весов с индексами :
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При решении краевой задачи с использованием базисных функций, принимающих нулевые значения во всех узлах сетки, кроме одного, конечноэлементная СЛАУ для вектора весов может быть записана в матричном виде:

Где компоненты матрицы и вектора определяются соотношениями:
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в которых - символ Кронекера ().

Без учёта первых краевых условий (их мы будем накладывать после того, как матрица была посчитана), матрица является суммой матриц жёсткости и массы :

# Базисные функции

В данной задаче мы будем работать с билинейными базисными функциями на прямоугольниках. Для начала разобьём области интегрирования на прямоугольники :

Ячейки этой сетки строятся в виде прямого (декартова) произведения независимых друг от друга одномерных сеток .

Билинейные базисные функции определяются следующим образом. На отрезке задаются две одномерные линейные функции:

Аналогично, на отрезке задаются две одномерные линейные функции:

Локальные базисные функции на конечном элементе представляются в виде произведения линейный функций:
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Очевидно, что функция равна единице в узле и нулю во всех остальных узлах ; остальные функции аналогично равны 1 только в соответствующем им узле и нулю во всех остальных.

# Вычисление локальных матриц

Локальные матрицы - матрицы, являющиеся частью глобальных матриц, и вычисляющиеся на одном конечном элементе.

Компоненты локальных матриц и будут вычисляться следующим образом:

Учитывая разбиение области интегрирования на прямоугольники , компоненты локальных матриц принимают следующий вид:

При чём, - усреднённое на прямоугольнике значение , а .

Перед тем, как записать аналитические выражения для вычисления элементов локальной матрицы , вычислим вспомогательные интегралы:

Теперь вычислим компоненты матрицы жёсткости:

Перед тем, как записать аналитические выражения для вычисления элементов локальной матрицы , вычислим вспомогательные интегралы:

Вычислим компоненты локальной матрицы массы:

Локальные компоненты вектора будут вычисляться следующим образом:

Вместо того, чтобы считать интегралы, будем вычислять с учётом того, что функция на конечном элементе представлена в виде разложения по базисным функциям , где - число локальных базисных функций конечного элемента . Тогда локальный вектор может быть выичслен через матрицу , являющейся матрицей массы с параметром :

# Учёт краевых условий

Для учёта *третьего* *краевого условия*, будем считать локальные матрицу и вектор по грани

Если краевое задано на грани, лежащей вдоль оси :

Если краевое задано на грани, лежащей вдоль оси :

Для учёта *второго краевого условия*, будем считать локальный вектор правой части по грани:

Если краевое условие задано вдоль оси :

Если краевое условие задано вдоль оси :

*Первое краевое условие* будет учитываться по следующему принципу:

Если краевое условие задано для узла, то элемент матрицы заменяется значением , все остальные элементы строки матрицы зануляются (), а в позицию вектора ставится значение .

# Тестирование

## Простейший тест на константной функции и одним краевым первого рода

Точная функция: ,

Значение функций: , .

Область интегрирования:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHYAAABYCAMAAAAX3/NlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAitJREFUaEPtlQFyhCAMRd37X7rkJxFwCQk1q+2Ob6YaIPwn1pndXh9gK0hp8GgTCGm9pmVCp/XfySpuXlkna67WD4TWf7o1/INA6zX9AidStDLKw9d6LevQQW44rWstWvRkiz1u1Ep5JXc4C1+jDSVma4OfJ7fEP2XtpLsJOqdUbSLInOI/eg/t4PsQ9ES1s6BlFrSll+8ZPNojj/Ykj/bIoz3Jd2ijPxepWvqRColDDxfUijHiTdRWnR+ap20O6Z83TduprtRKQdymnceGrFU76T5opTBY0k67v04bfsk5/9qgti7WsswO9qxp5+1V0FV1UFnTjhIadLm2oRrsmufsSJejlfWmSyd4VHFyFO2y24sAvJW4UkeLndOhXXY7m7AsJdW4DjbZOR3aZbez5gjNjlbStGOKcmT9tJa8UnWsaY2QZaIxu5bvZ/kX2qx3vKzF7TzR58/XhqJytWQlZGiDjkhjBHYCmbEQLeqz7MLLtRLlehO1cEnU39OyEReCilOwlYNMuzRIUw/NKTzGdBDepJtxV7COhmaYBPIQWzUANQ/3uQb0KjyB+TnoxQ7ZxdAMD9vpSGAQ1bbxhI7b6VRtCaaLkfkhLSstKZalytX2B3qn8eZqQeS85U4vJtM+SduX5CPI9M7CdE2Mid55VK/V4Xk00EJ1+VqphmCZpGhLszpRuxVt7M7BiCIXQId+ybKYgJVVNdBijGEObhjpMoVMQFv+pL6QbXu9fgBgMiR28JWD4QAAAABJRU5ErkJggg==)

Краевые условия: первого рода в вершине (1).

Координаты узлов:

0: (1, 1),  
1: (3, 1),  
2: (1, 3),  
3: (3, 3)

Прямоугольники:

0: 0 1 2 3 | 0

Результаты тестирования:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № узла | Точное | Полученное | Вектор погрешности | Погрешность |
| 0 | 1 | 0.99999999999999 | 0.00000000000001 | 0.00000000000001 |
| 1 | 1 | 1.00000000000001 | 0.00000000000001 |
| 2 | 1 | 1.00000000000000 | 0 |
| 3 | 1 | 1.00000000000000 | 0 |

## Тест на линейной функции

Точная функция:

Значения функций:

Область интегрирования (ЛУЧШЕ ВСЕГО ЗАДАВАТЬ ОБЛАСТЬ КВАДРАТНУЮ РАЗМЕРОМ 3х3!):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQAAAABqCAMAAABktH/cAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAABUxJREFUeF7tldtCxCAMRPX/f1pyoYUSaALTbqueBws0GSazrn59u/lidPNr+A9An07QAXw+0JgBuN+/HgB/pT4bQjQAqFmRe1kASLs6/4sCkAh0uc4bAxDTIEgLmugB0j4Tj14OtcsGL5lflQk96RG8/Vwwgji8IICAcDQAfaL4Sl51iSQgalT2s/uwVzfOD59pKml8q1/O8XYvCCDk0grAUqDZBT1AcU0Afp9at7XIs23fTtzK91LZ4mmcPqVs7+CH1ZzPtO5hsP/KmNcmlUmvdBTLil3eePlxaAJCt4TXZiqrGmlTKzGFulf5Rsjd0bfXZiqrS0XrSHHkVb6PzXHl0mmz+bw3tY20L4+8yvexO86Ldogu5i98AUkRuk3oQR+tc6EtFeU5F51QVOYGZyeRCgfFKs0VtOK9DxGw0II1VIvQE/EoRwFSh/QaZFnW5Y3AL3toTYl9mpG2DUlZN6O+FirXPj/qTjYVqinLbbudncDlNlpB1LsIIlUip/wyQrdPJRlayh3lqZtB04zcgSQh3ubUpKXpzJICreVk5ooRAD2WEJ0ZNWmpxk0c9pv8zA1DAIIssTkMoy3mxBv5jmNO6wAEs7lJsdxTNqc5D1K0p9OZG4YAFFlCDcpJiNxD3SpgTMpHCd3iAEiyRPoxaU+buDsrGKPS0dwFYwCa6nzWnkyW4LWc2b4mLxiDEE0aeQLdRuBW6dEHYYkEhX0gRGWCwntIsyiuRHRRgPDaABEtx0/ENIvistESgZg9ANKsZGK/Ap3aNwcQS6BT+uoAQgl0Kt8dQCSBTqGl8KIAyL9TuVf28gDoaKC9v+sWmZK6AALStGT6CdAbfdetsSS7tQuANG2Zfc4KOswvzAKhfdOvnQek2ZOhBI6v5EROjdcbRqMukIBER2Mc3lX7tB506iLTv2QBkOhIpo6gziNt+p1H0dEl04BE/TJ1Zdr1OxtRkNkKkKZfpp1Kny1/PoCm9pcEcJxKnwYvCiCUgC6UQeMhrCvm/0AAzVj6tPg1AdQvD/8J9WnR/M/Ec0cA7de+PBgaqDpRXitQon2dNG3zrjwaGqijGpZOghLt6ljz61zyYmygau5eMo/lboqOTjs+nRC85AP60UUqlc4lK8AkbaHKPsPDy2l+0I8+pYJ9yRIwSUsoT1pSnOjyzEHbgQQmaQgZ41fo6zMHhQzM7Q5K0tA5mz/3nDrYdVBuC1CSrc7p/HnyUwe70ssC0MUZ53VbxXmoYa4LwE2g87kBrDiLdP4H8NwAdDHBRwNAfanu+w0AJwATvC0AXaCACd4WADiBtwWAM6yA9NIH86cDoPkzehTglwUQFwx0zF7RB6JWuro0ALkooXsAuPm3AMKK7oZ8z8QdXVAB7EJxRW9DcU38kh4AJbK1C00IOjtYWeUnbukAUBKJLDQh6Ouorpm4pcO6UjamQhOCvo58T7FBsP73hAV2mQk9X0d1z8QtHXABzDvztZAyXTON6hwYvfPB3ZvIjJavhZTZLIZ0q64aZu/JLsN4A2DLeSPPCGzSYvQugN5BjyDOnqSd5efuqcgShlRUncuzGj+COJsKX3P3XMVmLJpcxtuV9NMN8t3Vo2cgvuZt+dv4EkL3T0FdzdoK9c1fcy0rtp450Y38B6DPN3Pf34CHIgFMThJrW7jIBCPGKrcEwPMDE8Bq6SJIpE38PjOAaaVAn3740AB0scx8lP6+fMcTXB9ZUIoEUD+XSa5BUitC4QCg82O0lnQiAVAtynQCFcCaTKCXDK9ddgAjtqgSacaOT3q6WIJMLTiDThQEkycNT+g2yicDQF2+kOP39w81vmGrv8OMqgAAAABJRU5ErkJggg==)

Координаты узлов:

0: (1, 1),  
1: (2, 1),  
2: (3, 1),  
3: (1, 4),  
4: (2, 4),  
5: (3, 4).

Прямоугольники:

0: 0 1 3 4 | 0,  
1: 1 2 4 5 | 0.

Краевые условия:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № узла | Точное | Полученное | Вектор погрешности | Погрешность |
| 0 | 1 | 1.00000000000000 | 0 | 0.00000000000346 |
| 1 | 2 | 2.00000000000246 | 0.00000000000246 |
| 2 | 3 | 3.00000000000000 | 0 |
| 3 | 1 | 1.00000000000000 | 0 |
| 4 | 2 | 2.00000000000245 | 0.00000000000245 |
| 5 | 3 | 3.00000000000000 | 0 |

## Тест на сходимость при дроблении сетки

Точная функция:

Значения функций:

Первая область интегрирования:

![](data:image/png;base64,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)

Координаты узлов:

0: (1, 1),  
1: (4, 1),  
2: (7, 1),  
3: (1, 3),   
4: (4, 3),  
5: (7, 3),   
6: (1, 5),   
7: (4, 5),  
8: (7, 5).

Прямоугольники:

0: 0 1 3 4 | 0,  
1: 1 2 4 5 | 0,  
2: 3 4 6 7 | 0,  
3: 4 5 7 8 | 0.

Краевые условия:

Полученные значения:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № узла | Точное | Полученное | Вектор погрешности | Погрешность |
| 0 | 1 | 1 | 0 | 0.087129352 |
| 1 | 4 | 4 | 0 |
| 2 | 7 | 7 | 0 |
| 3 | 1 | 1 | 0 |
| 4 | 4 | 3.91287064840325 | 0.087129352 |
| 5 | 7 | 7 | 0 |
| 6 | 1 | 1 | 0 |
| 7 | 4 | 4 | 0 |
| 8 | 7 | 7 | 0 |

Вторая область интегрирования (КРАЕВЫЕ УСЛОВИЯ ЗАДАЮТСЯ ТОЛЬКО НА КРАЯХ, ВНУТРИ НЕЛЬЗЯ!):

![](data:image/png;base64,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)

Координаты узлов:

0: (1, 1),  
1: (2.5, 1),  
2: (4, 1),  
3: (5.5, 1),  
4: (7, 1),  
5: (1, 3),  
6: (2.5, 3),  
7: (4, 3),  
8: (5.5, 3),  
9: (7, 3),  
10: (1, 5),  
11: (2.5, 5),  
12: (4, 5),  
13: (5.5, 5),  
14: (7, 5).

Прямоугольники:

0: 0 1 5 6 | 0,  
1: 1 2 6 7 | 0,  
2: 2 3 7 8 | 0,  
3: 3 4 8 9 | 0,  
4: 5 6 10 11 | 0,  
5: 6 7 11 12 | 0,  
6: 7 8 12 13 | 0,  
7: 8 9 13 14 | 0.

Краевые условия:

Полученные значения:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № узла | Точное | Полученное | Вектор погрешности | Погрешность |
| 0 | 1 | 1 | 0 | 0.0064433352 |
| 1 | 2.5 | 2.5 | 0 |
| 2 | 4 | 4 | 0 |
| 3 | 5.5 | 5.5 | 0 |
| 4 | 7 | 7 | 0 |
| 5 | 1 | 1 | 0 |
| 6 | 2.5 | 1 | 0 |
| 7 | 4 | 3.99355666471265 | 0.0064433352 |
| 8 | 5.5 | 4 | 0 |
| 9 | 7 | 5.5 | 0 |
| 10 | 1 | 7 | 0 |
| 11 | 2.5 | 1 | 0 |
| 12 | 4 | 1 | 0 |
| 13 | 5.5 | 2.5 | 0 |
| 14 | 7 | 4 | 0 |

Отношение погрешностей:

# Код программы

Файл main.cpp:

#include <iostream>

#include <fstream>

#include <vector>

#include "ThreeSteppers/Headers/IterSolvers.h"

// Файл, содержащий в себе пути до файлов, функции f, lambda и gamma

#include "Constants.h"

using namespace std;

#pragma region GLOBAL\_OBJECTS

// Глобальная разреженная матрица системы

SparseMatrix global\_mat;

// Глобальный вектор системы

vector<double> global\_b;

// Локальная матрица, будь то M, G, и прочие матрицы одного размера

Matrix local\_mat;

// Локальный вектор, в пару локальным матрицам

vector<double> local\_b;

// Массив прямоугольников

vector<Rectangle> rectangles;

// Массив узлов

vector<Node> nodes;

// Массив сопоставления узлов и первых краевых

vector<S1\_node> s1\_nodes;

// Массив сопоставления рёбер и вторых краевых

vector<S23\_edge> s2\_edges;

// Массив сопоставления рёбер и третьих краевых

vector<S23\_edge> s3\_edges;

#pragma endregion GLOBAL\_OBJECTS

void readDataFromFiles() {

// Считывание данных для структуры узлов nodes

auto nodesFile = ifstream(GlobalPaths::nodesPath);

if (!nodesFile.is\_open())

throw runtime\_error("Не удалось открыть файл " + GlobalPaths::nodesPath);

int size;

nodesFile >> size;

nodes.resize(size);

for (auto& node : nodes)

{

nodesFile >> node.r >> node.phi;

}

nodesFile.close();

// Считывание данных для структуры прямоугольников rectangles

auto rectanglesFile = ifstream(GlobalPaths::rectanglesPath);

if (!rectanglesFile.is\_open())

throw runtime\_error("Не удалось открыть файл " + GlobalPaths::rectanglesPath);

rectanglesFile >> size;

rectangles.resize(size);

for (auto& rect : rectangles)

{

rectanglesFile >> rect.a >> rect.b >> rect.c >> rect.d >> rect.regionNum;

}

rectanglesFile.close();

// Считывание данных для первых краевых условий s1\_nodes

auto s1\_nodesFile = ifstream(GlobalPaths::s1\_nodesPath);

if (!s1\_nodesFile.is\_open())

throw runtime\_error("Не удалось открыть файл " + GlobalPaths::s1\_nodesPath);

s1\_nodesFile >> size;

s1\_nodes.resize(size);

for (auto& s1 : s1\_nodes)

{

s1\_nodesFile >> s1.node >> s1.funcNum;

}

s1\_nodesFile.close();

// Считывание данных для вторых краевых условий s2\_edges

auto s2\_edgesFile = ifstream(GlobalPaths::s2\_edgesPath);

if (!s2\_edgesFile.is\_open())

throw runtime\_error("Не удалось открыть файл " + GlobalPaths::s2\_edgesPath);

s2\_edgesFile >> size;

s2\_edges.resize(size);

for (auto& s2 : s2\_edges)

{

s2\_edgesFile >> s2.node1 >> s2.node2 >> s2.funcNum;

}

s2\_edgesFile.close();

// Считывание данных для третьих краевых условий s3\_edges

auto s3\_edgesFile = ifstream(GlobalPaths::s3\_edgesPath);

if (!s3\_edgesFile.is\_open())

throw runtime\_error("Не удалось открыть файл " + GlobalPaths::s3\_edgesPath);

s3\_edgesFile >> size;

s3\_edges.resize(size);

for (auto& s3 : s3\_edges)

{

s3\_edgesFile >> s3.node1 >> s3.node2 >> s3.funcNum;

}

s3\_edgesFile.close();

}

void generatePortrait() {

global\_mat.di.resize(nodes.size());

global\_mat.ig.resize(nodes.size() + 1);

for (auto& rect : rectangles)

{

int elems[4] = { rect.a, rect.b, rect.c, rect.d };

for (int i = 0; i < 4; i++)

{

for (int k = 0; k < i; k++)

{

// Если элемент в верхнем треугольнике, то скипаем

if (elems[k] > elems[i])

{

continue;

}

bool isExist = false;

// Пробегаем по всей строке для проверки, существует ли такой элемент

for (int it = global\_mat.ig[elems[i]]; it < global\_mat.ig[elems[i] + 1]; it++)

{

if (global\_mat.jg[it] == elems[k]) isExist = true;

}

if (!isExist)

{

// Ищем, куда вставить элемент портрета

int it = global\_mat.ig[elems[i]];

while (it < global\_mat.ig[elems[i] + 1] && global\_mat.jg[it] < elems[k]) it++;

// Для вставки нужно взять итератор массива от начала, так что...

global\_mat.jg.insert(global\_mat.jg.begin() + it, elems[k]);

// Добавляем всем элементам ig с позиции elems[i]+1 один элемент

for (int j = elems[i] + 1; j < global\_mat.ig.size(); j++)

global\_mat.ig[j]++;

}

}

}

}

global\_mat.ggl.resize(global\_mat.jg.size());

global\_mat.ggu.resize(global\_mat.jg.size());

}

void addLocalG(const Rectangle& rect) {

double rp = nodes[rect.a].r;

double hr = abs(nodes[rect.b].r - nodes[rect.a].r);

double phi\_s = nodes[rect.a].phi;

double h\_phi = abs(nodes[rect.c].phi - nodes[rect.a].phi);

double lambda = (lambda\_value(rect.regionNum, nodes[rect.a]) +

lambda\_value(rect.regionNum, nodes[rect.b]) +

lambda\_value(rect.regionNum, nodes[rect.c]) +

lambda\_value(rect.regionNum, nodes[rect.d])) / 4;

double integrals[9];

integrals[0] = rp / hr + 0.5;

integrals[1] = -integrals[0];

integrals[2] = (((rp \* rp) / (hr \* hr)) + (2 \* rp / hr) + 1) \* std::log(abs((rp + hr) / rp)) - (rp / hr) - 1.5;

integrals[3] = (rp\*rp)/(hr\*hr) \* std::log(abs((rp+hr) / rp)) - rp/hr + 0.5;

integrals[4] = - (rp/hr + rp\*rp/(hr\*hr)) \* std::log(abs((rp+hr)/rp)) + rp/hr + 0.5;

integrals[5] = h\_phi / 3;

integrals[6] = h\_phi / 6;

integrals[7] = 1 / h\_phi;

integrals[8] = -integrals[7];

// Численное интегрирование по Гауссу 3 порядка

//double rValue[2] = {

// (2\*rp + hr) / 2 - (hr) / (2\*sqrt(3)),

// (2 \* rp + hr) / 2 + (hr) / (2 \* sqrt(3))

//};

//double phiValue[2] = {

// (2 \* phi\_s + h\_phi) / 2 - (h\_phi) / (2 \* sqrt(3)),

// (2 \* phi\_s + h\_phi) / 2 + (h\_phi) / (2 \* sqrt(3))

//};

//integrals[0] = 1.0/2 \* (rValue[0] + rValue[1]) / (hr);

//integrals[1] = -integrals[0];

//integrals[2] = 1.0/2 \* (

// (rp + hr - rValue[0]) \* (rp + hr - rValue[0]) / rValue[0]

// + (rp + hr - rValue[1]) \* (rp + hr - rValue[1]) / rValue[1]) / hr;

//integrals[3] = 1.0 / 2 \* (

// (rValue[0] - rp) \* (rValue[0] - rp) / rValue[0]

// + (rValue[1] - rp) \* (rValue[1] - rp) / rValue[1]) / hr;

//integrals[4] = 1.0 / 2 \* (

// (rp + hr - rValue[0]) \* (rValue[0] - rp) / rValue[0]

// + (rp + hr - rValue[1]) \* (rValue[1] - rp) / rValue[1]) / hr;

//integrals[5] = 1.0 / 2 \* (

// (phi\_s + h\_phi - phiValue[0]) \* (phi\_s + h\_phi - phiValue[0])

// + (phi\_s + h\_phi - phiValue[1]) \* (phi\_s + h\_phi - phiValue[1])) / h\_phi;

//integrals[6] = 1.0 / 2 \* (

// (phi\_s + h\_phi - phiValue[0]) \* (phiValue[0] - phi\_s)

// + (phi\_s + h\_phi - phiValue[1]) \* (phiValue[1] - phi\_s)) / h\_phi;

//integrals[7] = 1.0 / h\_phi;

//integrals[8] = -integrals[7];

local\_mat[0][0] = lambda \* (integrals[0] \* integrals[5] + integrals[2] \* integrals[7]);

local\_mat[0][1] = lambda \* (integrals[1] \* integrals[5] + integrals[4] \* integrals[7]);

local\_mat[0][2] = lambda \* (integrals[0] \* integrals[6] + integrals[2] \* integrals[8]);

local\_mat[0][3] = lambda \* (integrals[1] \* integrals[6] + integrals[4] \* integrals[8]);

local\_mat[1][0] = local\_mat[0][1];

local\_mat[1][1] = lambda \* (integrals[0] \* integrals[5] + integrals[3] \* integrals[7]);

local\_mat[1][2] = local\_mat[0][3];

local\_mat[1][3] = lambda \* (integrals[0] \* integrals[6] + integrals[3] \* integrals[8]);

local\_mat[2][0] = local\_mat[0][2];

local\_mat[2][1] = local\_mat[1][2];

local\_mat[2][2] = lambda \* (integrals[0] \* integrals[5] + integrals[2] \* integrals[7]);

local\_mat[2][3] = lambda \* (integrals[1] \* integrals[5] + integrals[4] \* integrals[7]);

local\_mat[3][0] = local\_mat[0][3];

local\_mat[3][1] = local\_mat[1][3];

local\_mat[3][2] = local\_mat[2][3];

local\_mat[3][3] = lambda \* (integrals[0] \* integrals[5] + integrals[3] \* integrals[7]);

cout << "Local\_G:" << endl;

for (int i = 0; i < 4; i++)

{

double tmp = 0;

for (int j = 0; j < 4; j++)

{

tmp += local\_mat[i][j];

}

cout << " " << tmp;

}

cout << endl;

}

void addLocalM(const Rectangle& rect) {

double rp = nodes[rect.a].r;

double hr = nodes[rect.b].r - nodes[rect.a].r;

double phi\_s = nodes[rect.a].phi;

double h\_phi = nodes[rect.c].phi - nodes[rect.a].phi;

double gamma[4] = {

gamma\_value(rect.regionNum, nodes[rect.a]),

gamma\_value(rect.regionNum, nodes[rect.b]),

gamma\_value(rect.regionNum, nodes[rect.c]),

gamma\_value(rect.regionNum, nodes[rect.d])

};

double tmp[4][4];

tmp[0][0] = hr \* h\_phi \* (gamma[0] \* (rp / 4 + hr / 20) / 4

+ gamma[1] \* (rp / 12 + hr / 30) / 4

+ gamma[2] \* (rp / 4 + hr / 20) / 12

+ gamma[3] \* (rp / 12 + hr / 30) / 12

);

tmp[0][1] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 30) / 4

+ gamma[1] \* (rp / 12 + hr / 20) / 4

+ gamma[2] \* (rp / 12 + hr / 30) / 12

+ gamma[3] \* (rp / 12 + hr / 20) / 12

);

tmp[0][2] = hr \* h\_phi \* (gamma[0] \* (rp / 4 + hr / 20) / 12

+ gamma[1] \* (rp / 12 + hr / 30) / 12

+ gamma[2] \* (rp / 4 + hr / 20) / 12

+ gamma[3] \* (rp / 12 + hr / 30) / 12

);

tmp[0][3] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 30) / 12

+ gamma[1] \* (rp / 12 + hr / 20) / 12

+ gamma[2] \* (rp / 12 + hr / 30) / 12

+ gamma[3] \* (rp / 12 + hr / 20) / 12

);

tmp[1][0] = tmp[0][1];

tmp[1][1] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 20) / 4

+ gamma[1] \* (rp / 4 + hr / 5) / 4

+ gamma[2] \* (rp / 12 + hr / 20) / 12

+ gamma[3] \* (rp / 4 + hr / 5) / 12

);

tmp[1][2] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 30) / 12

+ gamma[1] \* (rp / 12 + hr / 20) / 12

+ gamma[2] \* (rp / 12 + hr / 30) / 12

+ gamma[3] \* (rp / 12 + hr / 20) / 12

);

tmp[1][3] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 20) / 12

+ gamma[1] \* (rp / 4 + hr / 5) / 12

+ gamma[2] \* (rp / 12 + hr / 20) / 12

+ gamma[3] \* (rp / 4 + hr / 5) / 12

);

tmp[2][0] = tmp[0][2];

tmp[2][1] = tmp[1][2];

tmp[2][2] = hr \* h\_phi \* (gamma[0] \* (rp / 4 + hr / 20) / 12

+ gamma[1] \* (rp / 12 + hr / 30) / 12

+ gamma[2] \* (rp / 4 + hr / 20) / 4

+ gamma[3] \* (rp / 12 + hr / 30) / 4

);

tmp[2][3] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 30) / 12

+ gamma[1] \* (rp / 12 + hr / 20) / 12

+ gamma[2] \* (rp / 12 + hr / 30) / 4

+ gamma[3] \* (rp / 12 + hr / 20) / 4

);

tmp[3][0] = tmp[0][3];

tmp[3][1] = tmp[1][3];

tmp[3][2] = tmp[2][3];

tmp[3][3] = hr \* h\_phi \* (gamma[0] \* (rp / 12 + hr / 20) / 12

+ gamma[1] \* (rp / 4 + hr / 5) / 12

+ gamma[2] \* (rp / 12 + hr / 20) / 4

+ gamma[3] \* (rp / 4 + hr / 5) / 4

);

for (int i = 0; i < 4; i++)

{

for (int k = 0; k < 4; k++)

{

local\_mat[i][k] += tmp[i][k];

}

}

}

void addLocalB(const Rectangle& rect) {

double rp = nodes[rect.a].r;

double hr = nodes[rect.b].r - nodes[rect.a].r;

double phi\_s = nodes[rect.a].phi;

double h\_phi = nodes[rect.c].phi - nodes[rect.a].phi;

double f[4] = {

f\_value(rect.regionNum, nodes[rect.a]),

f\_value(rect.regionNum, nodes[rect.b]),

f\_value(rect.regionNum, nodes[rect.c]),

f\_value(rect.regionNum, nodes[rect.d])

};

double tmp[4][4];

// Матрица массы с gamma = const = 1

tmp[0][0] = hr \* h\_phi \* ((rp / 4 + hr / 20) / 4

+ (rp / 12 + hr / 30) / 4

+ (rp / 4 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 12

);

tmp[0][1] = hr \* h\_phi \* ((rp / 12 + hr / 30) / 4

+ (rp / 12 + hr / 20) / 4

+ (rp / 12 + hr / 30) / 12

+ (rp / 12 + hr / 20) / 12

);

tmp[0][2] = hr \* h\_phi \* ((rp / 4 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 12

+ (rp / 4 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 12

);

tmp[0][3] = hr \* h\_phi \* ((rp / 12 + hr / 30) / 12

+ (rp / 12 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 12

+ (rp / 12 + hr / 20) / 12

);

tmp[1][0] = tmp[0][1];

tmp[1][1] = hr \* h\_phi \* ((rp / 12 + hr / 20) / 4

+ (rp / 4 + hr / 5) / 4

+ (rp / 12 + hr / 20) / 12

+ (rp / 4 + hr / 5) / 12

);

tmp[1][2] = hr \* h\_phi \* ((rp / 12 + hr / 30) / 12

+ (rp / 12 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 12

+ (rp / 12 + hr / 20) / 12

);

tmp[1][3] = hr \* h\_phi \* ((rp / 12 + hr / 20) / 12

+ (rp / 4 + hr / 5) / 12

+ (rp / 12 + hr / 20) / 12

+ (rp / 4 + hr / 5) / 12

);

tmp[2][0] = tmp[0][2];

tmp[2][1] = tmp[1][2];

tmp[2][2] = hr \* h\_phi \* ((rp / 4 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 12

+ (rp / 4 + hr / 20) / 4

+ (rp / 12 + hr / 30) / 4

);

tmp[2][3] = hr \* h\_phi \* ((rp / 12 + hr / 30) / 12

+ (rp / 12 + hr / 20) / 12

+ (rp / 12 + hr / 30) / 4

+ (rp / 12 + hr / 20) / 4

);

tmp[3][0] = tmp[0][3];

tmp[3][1] = tmp[1][3];

tmp[3][2] = tmp[2][3];

tmp[3][3] = hr \* h\_phi \* ((rp / 12 + hr / 20) / 12

+ (rp / 4 + hr / 5) / 12

+ (rp / 12 + hr / 20) / 4

+ (rp / 4 + hr / 5) / 4

);

for (int i = 0; i < 4; i++)

{

double t = 0;

for (int k = 0; k < 4; k++)

{

t += tmp[i][k] \* f[k];

}

local\_b[i] = t;

}

}

void addLocalToGlobal(const Rectangle& rect) {

int elems[4] = { rect.a, rect.b, rect.c, rect.d };

for (int i = 0; i < 4; i++)

{

// добавляем все внедиагональные элементы на строке elems[i]

for (int k = 0; k < i; k++)

{

int id;

for (id = global\_mat.ig[elems[i]]; id < global\_mat.ig[elems[i] + 1] && global\_mat.jg[id] != elems[k]; id++);

global\_mat.ggl[id] += local\_mat[i][k];

global\_mat.ggu[id] += local\_mat[i][k];

}

// добавляем диагональные элементы и вектор b

global\_mat.di[elems[i]] += local\_mat[i][i];

global\_b[elems[i]] += local\_b[i];

}

}

void addLocalsToGlobal(const Rectangle& rect) {

addLocalG(rect);

addLocalM(rect);

addLocalB(rect);

addLocalToGlobal(rect);

}

void include\_s3() {

for (const auto& edge : s3\_edges)

{

double M[2][2];

double b[2];

double beta = (s3\_beta\_value(edge.funcNum, nodes[edge.node1])

+ s3\_beta\_value(edge.funcNum, nodes[edge.node2])) / 2;

double u[2] = {

s3\_u\_value(edge.funcNum, nodes[edge.node1]),

s3\_u\_value(edge.funcNum, nodes[edge.node2])

};

double rp = nodes[edge.node1].r;

double hr = nodes[edge.node2].r - nodes[edge.node1].r;

double phi\_s = nodes[edge.node1].phi;

double h\_phi = nodes[edge.node2].phi - nodes[edge.node1].phi;

// Если краевое задано вдоль оси r

if (hr > 1e-7)

{

M[0][0] = beta \* ((hr \* hr) / 12 + (rp \* hr) / 3);

M[0][1] = beta \* ((hr \* rp) / 6 + (hr \* hr) / 12);

M[1][0] = M[0][1];

M[1][1] = beta \* (rp\*hr/3 + hr\*hr/4);

b[0] = beta \* (u[0] \* (hr \* rp / 3 + hr \* hr / 12) + u[1] \* (hr \* rp / 6 + hr \* hr / 12));

b[1] = beta \* (u[0] \* (hr \* rp / 6 + hr \* hr / 12) + u[1] \* (hr \* rp / 3 + hr \* hr / 4));

//b[0] = beta \* u \* (hr \* hr / 6 + rp \* hr / 2);

//b[1] = beta \* u \* (hr \* hr / 3 + rp \* hr / 2);

}

// Если краевое задано вдоль оси phi

else

{

M[0][0] = beta \* rp \* h\_phi / 3;

M[0][1] = beta \* rp \* h\_phi / 6;

M[1][0] = M[0][1];

M[1][1] = beta \* rp \* h\_phi / 3;

b[0] = beta \* rp \* (u[0] \* h\_phi / 3 + u[1] \* h\_phi / 6);

b[1] = beta \* rp \* (u[0] \* h\_phi / 6 + u[1] \* h\_phi / 3);

//b[0] = beta \* u \* rp \* h\_phi / 2;

//b[1] = b[0];

}

// добавляем полученный результат в глобальную матрицу

int elems[2] = { edge.node1, edge.node2 };

for (int i = 0; i < 2; i++)

{

// добавляем все внедиагональные элементы на строке elems[i]

for (int k = 0; k < i; k++)

{

int id;

for (id = global\_mat.ig[elems[i]]; id < global\_mat.ig[elems[i] + 1] && global\_mat.jg[id] != elems[k]; id++);

global\_mat.ggl[id] += M[i][k];

global\_mat.ggu[id] += M[i][k];

}

// добавляем диагональные элементы и вектор b

global\_mat.di[elems[i]] += M[i][i];

global\_b[elems[i]] += b[i];

}

}

}

void include\_s2() {

for (const auto& edge : s2\_edges)

{

double b[2];

//double theta = (s2\_theta\_value(edge.funcNum, nodes[edge.node1])

// + s2\_theta\_value(edge.funcNum, nodes[edge.node2])) / 2;

double theta[2] = {

s2\_theta\_value(edge.funcNum, nodes[edge.node1]),

s2\_theta\_value(edge.funcNum, nodes[edge.node2])

};

double rp = nodes[edge.node1].r;

double hr = nodes[edge.node2].r - nodes[edge.node1].r;

double phi\_s = nodes[edge.node1].phi;

double h\_phi = nodes[edge.node2].phi - nodes[edge.node1].phi;

// Если краевое задано вдоль оси r

if (hr > 1e-7)

{

b[0] = (theta[0] \* (hr \* rp / 3 + hr \* hr / 12) + theta[1] \* (hr \* rp / 6 + hr \* hr / 12));

b[1] = (theta[0] \* (hr \* rp / 6 + hr \* hr / 12) + theta[1] \* (hr \* rp / 3 + hr \* hr / 4));

//b[0] = theta \* (hr \* hr / 6 + rp \* hr / 2);

//b[1] = theta \* (hr \* hr / 3 + rp \* hr / 2);

}

// Если краевое задано вдоль оси phi

else

{

b[0] = rp \* (theta[0] \* h\_phi / 3 + theta[1] \* h\_phi / 6);

b[1] = rp \* (theta[0] \* h\_phi / 6 + theta[1] \* h\_phi / 3);

//b[0] = theta \* rp \* h\_phi / 2;

//b[1] = b[0];

}

// добавляем полученный результат в глобальную матрицу

int elems[2] = { edge.node1, edge.node2 };

for (int i = 0; i < 2; i++)

{

// добавляем вектор b

global\_b[elems[i]] += b[i];

}

}

}

void include\_s1() {

for (const auto& node : s1\_nodes)

{

double u = s1\_u\_value(node.funcNum, nodes[node.node]);

// ставим на диагональ значение 1

global\_mat.di[node.node] = 1;

// ставим в соответствующую ячейку вектора b значение u

global\_b[node.node] = u;

// зануляем строку в нижнем треугольнике

for (int j = global\_mat.ig[node.node]; j < global\_mat.ig[node.node + 1]; j++)

{

global\_mat.ggl[j] = 0;

}

// зануляем строку в верхнем треугольнике

for (int i = node.node + 1; i < global\_mat.Size(); i++)

{

for (int j = global\_mat.ig[i]; j < global\_mat.ig[i + 1]; j++)

{

if (global\_mat.jg[j] == node.node)

{

global\_mat.ggu[j] = 0;

break;

}

}

}

}

}

void main() {

setlocale(LC\_ALL, "ru-RU");

readDataFromFiles();

generatePortrait();

global\_b.resize(global\_mat.Size());

local\_mat.resize(4);

for (auto& vec : local\_mat)

vec.resize(4);

local\_b.resize(4);

for (const auto& rect : rectangles)

{

addLocalsToGlobal(rect);

}

include\_s3();

include\_s2();

include\_s1();

vector<double> q;

q.resize(global\_mat.Size());

IterSolvers::LOS::Init\_LuPrecond(q.size(), global\_mat);

double eps;

IterSolvers::LOS::LuPrecond(global\_mat, global\_b, q, eps);

cout << "Полученное решение: " << endl;

cout.precision(14); cout.setf(ios\_base::fixed);

for (auto elem : q)

{

cout << elem << endl;

}

return;

}

Файл Constants.h:

/\*

Файл, содержащий в себе только вынесенные константы и константные функции для main.cpp

Ни в коем случае не добавлять его никуда, кроме main.cpp!

\*/

#pragma once

#include <string>

#include <stdexcept>

namespace GlobalPaths {

// Пути файлов:

const std::string filesPath = "./iofiles/";

const std::string nodesPath = filesPath + "nodes.txt";

const std::string rectanglesPath = filesPath + "rectangles.txt";

const std::string s1\_nodesPath = filesPath + "s1\_nodes.txt";

const std::string s2\_edgesPath = filesPath + "s2\_edges.txt";

const std::string s3\_edgesPath = filesPath + "s3\_edges.txt";

}

#pragma region TYPEDEFINES

using Matrix = std::vector<std::vector<double>>;

struct Rectangle {

int a = 0;

int b = 0;

int c = 0;

int d = 0;

int regionNum = 0;

};

struct Node {

double r = 0.0;

double phi = 0.0;

};

struct S1\_node {

int node = 0;

int funcNum = 0;

};

struct S23\_edge {

int node1 = 0;

int node2 = 0;

int funcNum = 0;

};

#pragma endregion TYPEDEFINES

double f\_value(int regionNum, double r, double phi) {

double ans = 0.0;

switch (regionNum)

{

case 0: ans = r \* phi; break;

//case 1: ans = 1.0; break;

default:

throw std::runtime\_error("Значения функции f для региона с номером " + std::to\_string(regionNum) + " не найдено.");

break;

}

return ans;

}

double f\_value(int regionNum, Node node) {

return f\_value(regionNum, node.r, node.phi);

}

double lambda\_value(int regionNum, double r, double phi) {

double ans = 0.0;

switch (regionNum)

{

case 0: ans = 0.0; break;

//case 1: ans = 1.0; break;

default:

throw std::runtime\_error("Значения функции lambda для региона с номером " + std::to\_string(regionNum) + " не найдено.");

break;

}

return ans;

}

double lambda\_value(int regionNum, Node node) {

return lambda\_value(regionNum, node.r, node.phi);

}

double gamma\_value(int regionNum, double r, double phi) {

double ans = 0.0;

switch (regionNum)

{

case 0: ans = r \* phi; break;

//case 1: ans = 1.0; break;

default:

throw std::runtime\_error("Значения функции gamma для региона с номером " + std::to\_string(regionNum) + " не найдено.");

break;

}

return ans;

}

double gamma\_value(int regionNum, Node node) {

return gamma\_value(regionNum, node.r, node.phi);

}

double s3\_beta\_value(int s3\_funcNum, Node node) {

double ans = 0.0;

switch (s3\_funcNum)

{

//case 0: ans = 1.0; break;

//case 1: ans = 1.0; break;

default:

throw std::runtime\_error("Значения функции beta для s3-краевого с номером " + std::to\_string(s3\_funcNum) + " не найдено.");

break;

}

return ans;

}

double s3\_u\_value(int s3\_funcNum, Node node) {

double ans = 0.0;

switch (s3\_funcNum)

{

//case 0: ans = 1.0; break;

//case 1: ans = 1.0; break;

default:

throw std::runtime\_error("Значения функции U\_beta для s3-краевого с номером " + std::to\_string(s3\_funcNum) + " не найдено.");

break;

}

return ans;

}

double s2\_theta\_value(int s2\_funcNum, Node node) {

double ans = 0.0;

switch (s2\_funcNum)

{

//case 0: ans = 0.0; break;

//case 1: ans = 0.0; break;

default:

throw std::runtime\_error("Значения функции theta для s2-краевого с номером " + std::to\_string(s2\_funcNum) + " не найдено.");

break;

}

return ans;

}

double s1\_u\_value(int s1\_funcNum, Node node) {

double ans = 0.0;

switch (s1\_funcNum)

{

case 0: ans = 1.0; break;

//case 1: ans = 1.0; break;

default:

throw std::runtime\_error("Значения функции u для s1-краевого с номером " + std::to\_string(s1\_funcNum) + " не найдено.");

break;

}

return ans;

}

Файл SparseMatrix.cpp:

#include "../Headers/SparseMatrix.h"

using namespace std;

vector<double> ReadVecFromFile(size\_t size, const string& path) {

vector<double> vec(size);

auto file = ifstream(path);

if (!file.is\_open())

{

throw runtime\_error("Файл " + path + " отсутствует в директории");

}

for (size\_t i = 0; i < size; i++)

{

file >> vec[i];

}

file.close();

return vec;

}

// Методы матрицы

uint16\_t SparseMatrix::Size() const { return di.size(); }

/// <summary>

/// Умножение матрицы на вектор

/// </summary>

vector<double> SparseMatrix::MultToVec(const vector<double>& right) const {

vector<double> result(right.size());

return MultToVec(right, result);

}

/// <summary>

/// Умножение матрицы на вектор

/// </summary>

vector<double>& SparseMatrix::MultToVec(const vector<double>& right, vector<double>& result) const {

if (right.size() != di.size()) throw runtime\_error("Размеры матрицы и вектора не совпадают.");

if (right.size() != result.size()) throw runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

for (uint16\_t i = 0; i < result.size(); i++)

{

// Умножаем диагональ

result[i] = di[i] \* right[i];

// Умножаем нижний и верхний треугольники

for (uint32\_t j = ig[i]; j < ig[i + 1]; j++)

{

result[i] += ggl[j] \* right[jg[j]];

result[jg[j]] += ggu[j] \* right[i];

}

}

return result;

}

vector<double> SparseMatrix::operator\*(const vector<double>& right) const {

return MultToVec(right);

}

/// <summary>

/// Умножение транспонированной матрицы на вектор

/// </summary>

vector<double>& SparseMatrix::TranspMultToVec(const vector<double>& right, vector<double>& result) const {

if (right.size() != di.size()) throw runtime\_error("Размеры матрицы и вектора не совпадают.");

if (right.size() != result.size()) throw runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

for (uint16\_t i = 0; i < result.size(); i++)

{

// Умножаем диагональ

result[i] = di[i] \* right[i];

// Умножаем нижний и верхний треугольники

for (uint32\_t j = ig[i]; j < ig[i + 1]; j++)

{

result[i] += ggu[j] \* right[jg[j]];

result[jg[j]] += ggl[j] \* right[i];

}

}

return result;

}

/// <summary>

/// Умножение транспонированной матрицы на вектор

/// </summary>

vector<double> SparseMatrix::TranspMultToVec(const vector<double>& right) const {

vector<double> result(right.size());

return TranspMultToVec(right, result);

}

SparseMatrix& SparseMatrix::operator= (SparseMatrix&& right) noexcept {

ig = std::move(right.ig);

jg = std::move(right.jg);

ggl = std::move(right.ggl);

ggu = std::move(right.ggu);

di = std::move(right.di);

return \*this;

}

// Конструкторы матрицы

SparseMatrix::SparseMatrix() {}

SparseMatrix::SparseMatrix(SparseMatrix& right) :

ig{ right.ig },

jg{ right.jg },

ggl{ right.ggl },

ggu{ right.ggu },

di{ right.di }

{}

// Конструктор перемещения (нужен для метода ReadFromFiles)

SparseMatrix::SparseMatrix(SparseMatrix&& right) noexcept

{

ig = std::move(right.ig);

jg = std::move(right.jg);

ggl = std::move(right.ggl);

ggu = std::move(right.ggu);

di = std::move(right.di);

}

// Статические методы матрицы

SparseMatrix SparseMatrix::ReadFromFiles(uint16\_t matrixSize, const string& igP, const string& jgP, const string& gglP, const string& gguP, const string& diP) {

SparseMatrix mat;

bool isStartFromOne = false;

{

mat.ig.resize(matrixSize + 1);

auto igS = ifstream(igP);

if (!igS.is\_open()) throw runtime\_error("Файл " + igP + " отсутствует в директории.");

for (uint16\_t i = 0; i <= matrixSize; i++)

{

igS >> mat.ig[i];

}

// Если массив ig в файле начинался с 1, то меняем его под наши параметры (под 0)

if (isStartFromOne = mat.ig[0])

{

for (uint16\_t i = 0; i <= matrixSize; i++)

{

mat.ig[i]--;

}

}

}

{

auto jgS = ifstream(jgP);

if (!jgS.is\_open()) throw runtime\_error("Файл " + jgP + " отсутствует в директории.");

mat.jg.resize(mat.ig.back());

for (uint32\_t i = 0; i < mat.jg.size(); i++)

{

jgS >> mat.jg[i];

if (isStartFromOne)

{

mat.jg[i]--;

}

}

}

try

{

mat.di = ReadVecFromFile(matrixSize, diP);

mat.ggl = ReadVecFromFile(mat.jg.size(), gglP);

mat.ggu = ReadVecFromFile(mat.jg.size(), gguP);

}

catch (exception& e)

{

throw e;

}

return mat;

}

Файл SparseMatrix.h:

#pragma once

#include <vector>

#include <cmath>

#include <stdexcept>

#include <fstream>

#include <string>

std::vector<double> ReadVecFromFile(size\_t size, const std::string& path);

/// <summary>

/// Класс объектов матриц, хранящихся в разреженном строчно-столбцовом виде

/// <para> Точность хранения элементов - double </para>

/// </summary>

class SparseMatrix {

// Переменные матрицы

public:

/// <summary>

/// Массив индексов строк/столбцов, вида 0, 0, 0 + k2, ..., 0+k2+...+kn, где ki - число элементов в i cтроке/столбце

/// <para> Помимо этого первый элемент i строки можно найти как ggl[ig[i]] </para>

/// <para> Пример массива для матрицы 3х3: </para>

///

/// <para> Матрица: </para>

/// <para> | 1 2 0 | </para>

/// <para> | 3 8 1 | </para>

/// <para> | 0 2 4 | </para>

/// <para> ig: { 0, 0, 1, 2 } </para>

/// </summary>

std::vector<uint32\_t> ig;

/// <summary>

/// Массив индексов столбцов/строк элементов (ставит индекс в соответствие элементу)

/// <para> Пример массива для матрицы 3х3: </para>

///

/// <para> Матрица: </para>

/// <para> | 1 2 0 | </para>

/// <para> | 3 8 1 | </para>

/// <para> | 0 2 4 | </para>

/// <para> jg: { 0, 1 } </para>

/// </summary>

std::vector<uint16\_t> jg;

/// <summary>

/// Массив элементов нижнего треугольника матрицы

/// <para> Пример массива для матрицы 3х3: </para>

///

/// <para> Матрица: </para>

/// <para> | 1 2 0 | </para>

/// <para> | 3 8 1 | </para>

/// <para> | 0 2 4 | </para>

/// <para> ggl: { 3, 2 } </para>

/// </summary>

std::vector<double> ggl;

/// <summary>

/// Массив элементов верхнего треугольника матрицы

/// <para> Пример массива для матрицы 3х3: </para>

///

/// <para> Матрица: </para>

/// <para> | 1 2 0 | </para>

/// <para> | 3 8 1 | </para>

/// <para> | 0 2 4 | </para>

/// <para> ggu: { 2, 1 } </para>

/// </summary>

std::vector<double> ggu;

/// <summary>

/// Массив элементов диагонали матрицы

/// <para> Пример массива для матрицы 3х3: </para>

///

/// <para> Матрица: </para>

/// <para> | 1 2 0 | </para>

/// <para> | 3 8 1 | </para>

/// <para> | 0 2 4 | </para>

/// <para> di: { 1, 8, 4 } </para>

/// </summary>

std::vector<double> di;

// Методы матрицы

public:

uint16\_t Size() const;

/// <summary>

/// Умножение матрицы на вектор

/// </summary>

std::vector<double> MultToVec(const std::vector<double>& right) const;

std::vector<double>& MultToVec(const std::vector<double>& right, std::vector<double>& result) const;

std::vector<double> operator\*(const std::vector<double>& right) const;

/// <summary>

/// Умножение транспонированной матрицы на вектор

/// </summary>

std::vector<double> TranspMultToVec(const std::vector<double>& right) const;

std::vector<double>& TranspMultToVec(const std::vector<double>& right, std::vector<double>& result) const;

SparseMatrix& operator= (SparseMatrix&& right) noexcept;

// Конструкторы матрицы

public:

SparseMatrix();

SparseMatrix(SparseMatrix& right);

// Конструктор перемещения (нужен для метода ReadFromFiles)

SparseMatrix(SparseMatrix&& right) noexcept;

// Статические методы матрицы

public:

static SparseMatrix ReadFromFiles(uint16\_t matrixSize, const std::string& igP, const std::string& jgP, const std::string& gglP, const std::string& gguP, const std::string& diP);

};

Файл LU.cpp:

#include "../Headers/LU.h"

/// <summary>

/// Конструктор с резервированием памяти под разложение

/// </summary>

/// <param name="diSize"> - размер диагонали,</param>

/// <param name="luSize"> - размер массивов нижнего и верхнего треугольника</param>

LU::LU(size\_t diSize, size\_t luSize) {

Resize(diSize, luSize);

}

/// <summary>

/// Конструктор с построением неполного LU(sq)-разложения по матрице mat

/// </summary>

/// <param name="mat"> - матрица, по которой построится LU-разложение, с привязкой этой матрицы к объекту</param>

LU::LU(const SparseMatrix& mat)

{

MakeLuFor(mat);

}

/// <summary>

/// Разложить матрицу mat в неполное LU(sq) - разложение

/// </summary>

/// <param name="mat"> - матрица, которую требуется разложить. Она же будет использоваться для просмотра портрета матриц</param>

void LU::MakeLuFor(const SparseMatrix& mat) {

parent = &mat;

if (di.size() != mat.di.size())

di.resize(mat.di.size());

if (ggl.size() != mat.ggl.size())

ggl.resize(mat.ggl.size());

if (ggu.size() != mat.ggu.size())

ggu.resize(mat.ggu.size());

const auto& ig = mat.ig;

const auto& jg = mat.jg;

for (size\_t i = 0; i < mat.Size(); i++)

{

double di\_accum = 0;

for (size\_t j = ig[i]; j < ig[i + 1]; j++)

{

size\_t k = ig[i];

size\_t v = ig[jg[j]];

double ggl\_accum = 0, ggu\_accum = 0;

while (k < j && v < ig[jg[j] + 1])

{

if (jg[k] > jg[v]) v++;

else if (jg[k] < jg[v]) k++;

else

{

ggl\_accum += ggl[k] \* ggu[v];

ggu\_accum += ggl[v] \* ggu[k];

k++;

v++;

}

}

ggl[j] = (mat.ggl[j] - ggl\_accum) / di[jg[j]];

ggu[j] = (mat.ggu[j] - ggu\_accum) / di[jg[j]];

di\_accum += ggl[j] \* ggu[j];

}

di[i] = sqrt(mat.di[i] - di\_accum);

}

}

void LU::Resize(size\_t diSize, size\_t luSize) {

di.resize(diSize);

ggl.resize(luSize);

ggu.resize(luSize);

}

/// <summary>

/// Умножение нижней матрицы L на вектор vec. Выделяет память под вектор ответа, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы L</param>

/// <returns>Вектор с результатом перемножения (выделяется в памяти)</returns>

std::vector<double> LU::LMultToVec(const std::vector<double>& vec) const

{

std::vector<double> ans(vec.size());

return LMultToVec(vec, ans);

}

/// <summary>

/// Умножение нижней матрицы L на вектор vec. Ответ записывается в вектор ans, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы L;</param>

/// <param name="ans"> - вектор, куда запишется ответ без выделения памяти (должен отличаться от vec!)</param>

/// <returns>Ссылка на вектор ans</returns>

std::vector<double>& LU::LMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const

{

if (vec.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (vec.size() != ans.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

for (uint16\_t i = 0; i < ans.size(); i++)

{

// Умножаем диагональ

ans[i] = di[i] \* vec[i];

// Умножаем нижний треугольник

for (uint32\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

ans[i] += ggl[j] \* vec[parent->jg[j]];

}

}

return ans;

}

std::vector<double> LU::LTranspMultToVec(const std::vector<double>& vec) const

{

std::vector<double> ans(vec.size());

return LTranspMultToVec(vec, ans);

}

std::vector<double>& LU::LTranspMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const

{

if (vec.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (vec.size() != ans.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

for (uint16\_t i = 0; i < ans.size(); i++)

{

// Умножаем диагональ

ans[i] = di[i] \* vec[i];

// Умножаем на верхний треугольник с данными нижнего

for (uint32\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

ans[parent->jg[j]] += ggl[j] \* vec[i];

}

}

return ans;

}

/// <summary>

/// Умножение верхней матрицы U на вектор vec. Выделяет память под вектор ответа, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы U</param>

/// <returns>Вектор с результатом перемножения (выделяется в памяти)</returns>

std::vector<double> LU::UMultToVec(const std::vector<double>& vec) const

{

std::vector<double> ans(vec.size());

return UMultToVec(vec, ans);

}

/// <summary>

/// Умножение верхней матрицы U на вектор vec. Ответ записывается в вектор ans, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы U;</param>

/// <param name="ans"> - вектор, куда запишется ответ без выделения памяти (должен отличаться от vec!)</param>

/// <returns>Ссылка на вектор ans</returns>

std::vector<double>& LU::UMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const

{

if (vec.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (vec.size() != ans.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

for (uint16\_t i = 0; i < ans.size(); i++)

{

// Умножаем диагональ

ans[i] = di[i] \* vec[i];

// Умножаем верхний треугольник

for (uint32\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

ans[parent->jg[j]] += ggu[j] \* vec[i];

}

}

return ans;

}

std::vector<double> LU::UTranspMultToVec(const std::vector<double>& vec) const

{

std::vector<double> ans(vec.size());

return UTranspMultToVec(vec, ans);

}

std::vector<double>& LU::UTranspMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const

{

if (vec.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (vec.size() != ans.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

for (uint16\_t i = 0; i < ans.size(); i++)

{

// Умножаем диагональ

ans[i] = di[i] \* vec[i];

// Умножаем нижний треугольник с данными верхнего треугольника

for (uint32\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

ans[i] += ggu[j] \* vec[parent->jg[j]];

}

}

return ans;

}

/// <summary>

/// Решение слау вида Lx = right. Не выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <param name="x"> - вектор, куда будет записан ответ. Должен быть с уже выделенной памятью. Должен отличаться от right!</param>

/// <returns>ссылка на вектор x</returns>

std::vector<double>& LU::LSlauSolve(const std::vector<double>& right, std::vector<double>& x) const

{

if (right.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (right.size() != x.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

size\_t size = x.size();

for (size\_t i = 0; i < size; i++)

{

x[i] = 0;

for (size\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

x[i] += x[parent->jg[j]] \* ggl[j];

}

x[i] = (right[i] - x[i]) / di[i];

}

return x;

}

/// <summary>

/// Решение слау вида Lx = right. Выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <returns>Полученный вектор x</returns>

std::vector<double> LU::LSlauSolve(const std::vector<double>& right) const

{

std::vector<double> x(right.size());

return LSlauSolve(right, x);

}

std::vector<double>& LU::LTranspSlauSolve(const std::vector<double>& right, std::vector<double>& x) const

{

if (right.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (right.size() != x.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

size\_t size = x.size();

for (size\_t i = 0; i < size; i++)

x[i] = 0;

for (size\_t it = 0, i = size - 1; it < size; it++, i--)

{

x[i] = (right[i] - x[i]) / di[i];

for (size\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

x[parent->jg[j]] += ggl[j] \* x[i];

}

}

return x;

}

std::vector<double> LU::LTranspSlauSolve(const std::vector<double>& right) const

{

std::vector<double> x(right.size());

return LTranspSlauSolve(right, x);

}

/// <summary>

/// Решение слау вида Ux = right. Не выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <param name="x"> - вектор, куда будет записан ответ. Должен быть с уже выделенной памятью. Должен отличаться от right!</param>

/// <returns>ссылка на вектор x</returns>

std::vector<double>& LU::USlauSolve(const std::vector<double>& right, std::vector<double>& x) const

{

if (right.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (right.size() != x.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

size\_t size = x.size();

for (size\_t i = 0; i < size; i++)

x[i] = 0;

for (size\_t it = 0, i = size - 1; it < size; it++, i--)

{

x[i] = (right[i] - x[i]) / di[i];

for (size\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

x[parent->jg[j]] += ggu[j] \* x[i];

}

}

return x;

}

/// <summary>

/// Решение слау вида Ux = right. Выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <returns>Полученный вектор x</returns>

std::vector<double> LU::USlauSolve(const std::vector<double>& right) const

{

std::vector<double> x(right.size());

return USlauSolve(right, x);

}

std::vector<double>& LU::UTranspSlauSolve(const std::vector<double>& right, std::vector<double>& x) const

{

if (right.size() != di.size()) throw std::runtime\_error("Размеры матрицы и вектора не совпадают.");

if (right.size() != x.size()) throw std::runtime\_error("Размеры матрицы и результирующего вектора не совпадают.");

size\_t size = x.size();

for (size\_t i = 0; i < size; i++)

{

x[i] = 0;

for (size\_t j = parent->ig[i]; j < parent->ig[i + 1]; j++)

{

x[i] += x[parent->jg[j]] \* ggu[j];

}

x[i] = (right[i] - x[i]) / di[i];

}

return x;

}

std::vector<double> LU::UTranspSlauSolve(const std::vector<double>& right) const

{

std::vector<double> x(right.size());

return UTranspSlauSolve(right, x);

}

Файл LU.h:

#pragma once

#include <vector>

#include "SparseMatrix.h"

// Неполное разложение LU(sq) матрицы разреженного строчно-столбцового формата SparseMatrix

// Не хранит портрет матрицы, но использует портрет исходной матрицы (а также ссылается на неё)

class LU {

// Блок внутренних переменных разложения LU

public:

const SparseMatrix\* parent = nullptr;

// Вектор диагональных элементов LU разложения. В данном случае диагонали L и U совпадают

std::vector<double> di;

// Вектор элементов нижнего треугольника L

std::vector<double> ggl;

// Вектор элементов верхнего треугольника U

std::vector<double> ggu;

// Блок основных конструкторов класса

public:

/// <summary>

/// Конструктор с резервированием памяти под разложение

/// </summary>

/// <param name="diSize"> - размер диагонали,</param>

/// <param name="luSize"> - размер массивов нижнего и верхнего треугольника</param>

LU(size\_t diSize, size\_t luSize);

/// <summary>

/// Конструктор с построением неполного LU(sq)-разложения по матрице mat

/// </summary>

/// <param name="mat"> - матрица, по которой построится LU-разложение, с привязкой этой матрицы к объекту</param>

LU(const SparseMatrix& mat);

// Блок основных нестатических методов класса

public:

/// <summary>

/// Разложить матрицу mat в неполное LU(sq) - разложение

/// </summary>

/// <param name="mat"> - матрица, которую требуется разложить. Она же будет использоваться для просмотра портрета матриц</param>

void MakeLuFor(const SparseMatrix& mat);

/// <summary>

/// Метод изменения размера разложения

/// </summary>

/// <param name="diSize"> - размер диагонали,</param>

/// <param name="luSize"> - размер массивов нижнего и верхнего треугольника</param>

void Resize(size\_t diSize, size\_t luSize);

// Умножение матриц на вектор

/// <summary>

/// Умножение нижней матрицы L на вектор vec. Выделяет память под вектор ответа, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы L</param>

/// <returns>Вектор с результатом перемножения (выделяется в памяти)</returns>

std::vector<double> LMultToVec(const std::vector<double>& vec) const;

/// <summary>

/// Умножение нижней матрицы L на вектор vec. Ответ записывается в вектор ans, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы L;</param>

/// <param name="ans"> - вектор, куда запишется ответ без выделения памяти (должен отличаться от vec!)</param>

/// <returns>Ссылка на вектор ans</returns>

std::vector<double>& LMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const;

/// <summary>

/// Умножение нижней матрицы L^T на вектор vec. Выделяет память под вектор ответа, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы L</param>

/// <returns>Вектор с результатом перемножения (выделяется в памяти)</returns>

std::vector<double> LTranspMultToVec(const std::vector<double>& vec) const;

/// <summary>

/// Умножение нижней матрицы L^T на вектор vec. Ответ записывается в вектор ans, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы L;</param>

/// <param name="ans"> - вектор, куда запишется ответ без выделения памяти (должен отличаться от vec!)</param>

/// <returns>Ссылка на вектор ans</returns>

std::vector<double>& LTranspMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const;

/// <summary>

/// Умножение верхней матрицы U на вектор vec. Выделяет память под вектор ответа, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы U</param>

/// <returns>Вектор с результатом перемножения (выделяется в памяти)</returns>

std::vector<double> UMultToVec(const std::vector<double>& vec) const;

/// <summary>

/// Умножение верхней матрицы U на вектор vec. Ответ записывается в вектор ans, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы U;</param>

/// <param name="ans"> - вектор, куда запишется ответ без выделения памяти (должен отличаться от vec!)</param>

/// <returns>Ссылка на вектор ans</returns>

std::vector<double>& UMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const;

/// <summary>

/// Умножение верхней матрицы U^T на вектор vec. Выделяет память под вектор ответа, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы U</param>

/// <returns>Вектор с результатом перемножения (выделяется в памяти)</returns>

std::vector<double> UTranspMultToVec(const std::vector<double>& vec) const;

/// <summary>

/// Умножение верхней матрицы U^T на вектор vec. Ответ записывается в вектор ans, не меняет матрицу LU

/// </summary>

/// <param name="vec"> - вектор, на который будет происходить умножение матрицы U;</param>

/// <param name="ans"> - вектор, куда запишется ответ без выделения памяти (должен отличаться от vec!)</param>

/// <returns>Ссылка на вектор ans</returns>

std::vector<double>& UTranspMultToVec(const std::vector<double>& vec, std::vector<double>& ans) const;

// Решение слау с использованием матриц и вектора правой части

/// <summary>

/// Решение слау вида Lx = right. Не выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <param name="x"> - вектор, куда будет записан ответ. Должен быть с уже выделенной памятью. Должен отличаться от right!</param>

/// <returns>ссылка на вектор x</returns>

std::vector<double>& LSlauSolve(const std::vector<double>& right, std::vector<double>& x) const;

/// <summary>

/// Решение слау вида Lx = right. Выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <returns>Полученный вектор x</returns>

std::vector<double> LSlauSolve(const std::vector<double>& right) const;

/// <summary>

/// Решение слау вида L^T \* x = right. Не выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <param name="x"> - вектор, куда будет записан ответ. Должен быть с уже выделенной памятью. Должен отличаться от right!</param>

/// <returns>ссылка на вектор x</returns>

std::vector<double>& LTranspSlauSolve(const std::vector<double>& right, std::vector<double>& x) const;

/// <summary>

/// Решение слау вида L^T \* x = right. Выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <returns>Полученный вектор x</returns>

std::vector<double> LTranspSlauSolve(const std::vector<double>& right) const;

/// <summary>

/// Решение слау вида Ux = right. Не выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <param name="x"> - вектор, куда будет записан ответ. Должен быть с уже выделенной памятью. Должен отличаться от right!</param>

/// <returns>ссылка на вектор x</returns>

std::vector<double>& USlauSolve(const std::vector<double>& right, std::vector<double>& x) const;

/// <summary>

/// Решение слау вида Ux = right. Выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <returns>Полученный вектор x</returns>

std::vector<double> USlauSolve(const std::vector<double>& right) const;

/// <summary>

/// Решение слау вида U^T \* x = right. Не выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <param name="x"> - вектор, куда будет записан ответ. Должен быть с уже выделенной памятью. Должен отличаться от right!</param>

/// <returns>ссылка на вектор x</returns>

std::vector<double>& UTranspSlauSolve(const std::vector<double>& right, std::vector<double>& x) const;

/// <summary>

/// Решение слау вида U^T \* x = right. Выделяет память под вектор x, не меняет матрицы LU

/// </summary>

/// <param name="right"> - вектор правой части уравнения;</param>

/// <returns>Полученный вектор x</returns>

std::vector<double> UTranspSlauSolve(const std::vector<double>& right) const;

};

Файл IterSolvers.cpp:

#include "../Headers/IterSolvers.h"

using namespace std;

namespace Vec {

inline double Scalar(const vector<double>& l, const vector<double>& r) {

if (l.size() != r.size()) throw runtime\_error("Размеры векторов не совпадают");

double res = 0.0;

for (size\_t i = 0; i < l.size(); i++)

{

res += l[i] \* r[i];

}

return res;

}

// l or r may be similar vectors to ans

inline void Mult(const vector<double>& l, const vector<double>& r, vector<double>& ans) {

if (ans.size() != l.size() || ans.size() != r.size()) throw runtime\_error("Ошибка: размеры векторов должны совпадать.");

for (size\_t i = 0; i < ans.size(); i++)

{

ans[i] = l[i] \* r[i];

}

}

inline vector<double> Mult(const vector<double>& l, const vector<double>& r) {

if (r.size() != l.size()) throw runtime\_error("Ошибка: размеры векторов должны совпадать.");

vector<double> ans(l.size());

for (size\_t i = 0; i < ans.size(); i++)

{

ans[i] = l[i] \* r[i];

}

return ans;

}

}

namespace IterSolvers {

double minEps = 1e-8;

size\_t maxIter = 2000;

bool globalDebugOutput = false;

std::vector<double>\* \_tmp1 = nullptr, \* \_tmp2 = nullptr,

\* \_tmp3 = nullptr, \* \_tmp4 = nullptr, \* \_tmp5 = nullptr;

LU\* \_lu\_mat = nullptr;

inline void VecInit(vector<double>\*& vec, size\_t size) {

if (vec == nullptr)

{

vec = new vector<double>(size);

}

else if (vec->size() != size)

{

vec->resize(size);

}

}

namespace LOS {

size\_t resetIter = 10;

void Init\_LuPrecond(size\_t diSize, const SparseMatrix& A) {

VecInit(\_tmp1, diSize); // Массив для вектора r метода

VecInit(\_tmp2, diSize); // Массив для вектора z

VecInit(\_tmp3, diSize); // Массив для вектора p

VecInit(\_tmp4, diSize); // Массив для вектора Ar

VecInit(\_tmp5, diSize); // Массив для вектора tmp

if (\_lu\_mat == nullptr)

{

\_lu\_mat = new LU(A);

}

else

{

\_lu\_mat->MakeLuFor(A);

}

}

size\_t LuPrecond(const SparseMatrix& A, const vector<double>& f, vector<double>& x, double& eps, bool debugOutput) {

uint16\_t size = x.size();

LU& lu = \*\_lu\_mat;

vector<double>& tmp = \*\_tmp5;

vector<double>& r = \*\_tmp1; // r0 = L^-1 \* (f - A \* x)

A.MultToVec(x, tmp);

for (uint16\_t i = 0; i < size; i++) tmp[i] = f[i] - tmp[i];

lu.LSlauSolve(tmp, r);

vector<double>& z = \*\_tmp2; // z0 = U^-1 \* r

lu.USlauSolve(r, z);

vector<double>& p = \*\_tmp3; // p0 = L^-1 \* A \* z0

A.MultToVec(z, tmp);

lu.LSlauSolve(tmp, p);

vector<double>& Ar = \*\_tmp4; // Ar = L^-1 \* A \* U^-1 \* r

double ppScalar;

double nev = Vec::Scalar(r, r);

double ffScalar = Vec::Scalar(f, f);

eps = nev / ffScalar;

double a; // alpha

double b; // beta

size\_t iter;

for (iter = 1; iter <= maxIter && eps > minEps; iter++)

{

ppScalar = Vec::Scalar(p, p); // (p\_k-1, p\_k-1)

a = Vec::Scalar(p, r) / ppScalar; // (p\_k-1, r\_k-1) / (p\_k-1, p\_k-1)

for (uint16\_t i = 0; i < size; i++)

{

x[i] += a \* z[i]; // [x\_k] = [x\_k-1] + a\*z\_k-1

r[i] -= a \* p[i]; // [r\_k] = [r\_k-1] - a\*p\_k-1

}

lu.USlauSolve(r, Ar);

A.MultToVec(Ar, tmp);

lu.LSlauSolve(tmp, Ar); // Ar = L^-1 \* A \* U^-1 \* r

//Vec::Mult(D, r, tmp);

//A.MultToVec(tmp, Ar);

//Vec::Mult(D, Ar, Ar);

b = -Vec::Scalar(p, Ar) / ppScalar; // b = - (p\_k-1, L^-1 \* A \* U^-1 \* r\_k) / (p\_k-1, p\_k-1)

lu.USlauSolve(r, tmp); // tmp = U^-1 \* r\_k

for (uint16\_t i = 0; i < size; i++)

{

z[i] = tmp[i] + b \* z[i]; // [z\_k] = U^-1 \* r\_k + b \* [z\_k-1]

p[i] = Ar[i] + b \* p[i]; // [p\_k] = A \* r\_k + b \* [p\_k-1]

}

if (iter % resetIter == 0)

{

A.MultToVec(x, tmp);

for (uint16\_t i = 0; i < size; i++) tmp[i] = f[i] - tmp[i];

lu.LSlauSolve(tmp, r);

lu.USlauSolve(r, z);

A.MultToVec(z, tmp);

lu.LSlauSolve(tmp, p);

}

nev = Vec::Scalar(r, r);

eps = sqrt(nev / ffScalar);

// Выводим на то же место, что и раньше (со сдвигом каретки)

if (debugOutput)

{

//cout << format("Итерация: {0:<10} относительная невязка: {1:<15.3e}\n", iter, eps);

cout << format("\rИтерация: {0:<10} относительная невязка: {1:<15.3e}", iter, eps);

}

if (isinf(eps))

{

break;

}

}

if (debugOutput)

{

cout << endl;

if (isinf(eps))

{

cout << "Выход по переполнению метода" << endl << endl;

}

else if (iter > maxIter)

{

cout << "Выход по числу итераций" << endl << endl;

}

else

{

cout << "Выход по относительной невязке" << endl << endl;

}

}

return iter - 1;

}

}

void Destruct() {

delete \_tmp1, \_tmp2, \_tmp3, \_tmp4, \_tmp5;

\_tmp1 = \_tmp2 = \_tmp3 = \_tmp4 = \_tmp5 = nullptr;

delete \_lu\_mat;

\_lu\_mat = nullptr;

}

};

Файл IterSolvers.h:

#pragma once

#include <vector>

#include <stdexcept>

#include <format>

#include <iostream>

#include "SparseMatrix.h"

#include "LU.h"

namespace Vec {

inline double Scalar(const std::vector<double>& l, const std::vector<double>& r);

// l or r may be similar vectors to ans

inline void Mult(const std::vector<double>& l, const std::vector<double>& r, std::vector<double>& ans);

inline std::vector<double> Mult(const std::vector<double>& l, const std::vector<double>& r);

}

namespace IterSolvers {

extern double minEps;

extern size\_t maxIter;

extern bool globalDebugOutput;

extern std::vector<double>\* \_tmp1, \* \_tmp2,

\* \_tmp3, \* \_tmp4, \* \_tmp5;

extern LU\* \_lu\_mat;

inline void VecInit(std::vector<double>\*& vec, size\_t size);

namespace LOS {

extern size\_t resetIter;

void Init\_LuPrecond(size\_t diSize, const SparseMatrix& A);

size\_t LuPrecond(const SparseMatrix& A, const std::vector<double>& f, std::vector<double>& x, double& eps, bool debugOutput = globalDebugOutput);

}

void Destruct();

};